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## Summary of the previous lecture

- A pointer is an abstraction of memory address.
- To declare use T *ptr;
- A pointer to type T has as value an address of a memory cell capable of storing a value of type T .
- The expression *ptr is the value stored at the location pointed by ptr. *ptr is also an I-value and can be assigned.
- For a variable $\mathrm{x}, \& \mathrm{x}$ is the address of the variable. The expression \&x is not an l-value.
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$$
\text { ptr }++
$$
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## Relation with arrays

Consider
int a[100];

- The value a is the address of the first element.
- The value $a+i$ is equivalent to \&a[i]
- More interestingly a[i] is same as *(a+i)

```
int a[100], *ptr;
for(ptr=a; ptr - a < 100; ptr++)
{
    *ptr = 0;
}
```

